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ABSTRACT
Software Supply Chain attacks are increasingly threatening the
security of software systems, with the potential to compromise
both build and runtime integrity. Build-time integrity ensures that
the software artifact creation process, from source code to com-
piled binaries, remains untampered. Runtime integrity, on the other
hand, guarantees that the executing application loads and runs only
trusted code, preventing dynamic injection of malicious compo-
nents. This paper explores solutions to safeguard Java application’s
software supply chain at both stages. We propose techniques to
detect malicious code injection through two main contributions:
(1) novel algorithm for Java artifact equivalence, and (2) detection
and prevention of runtime code injection.
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1 INTRODUCTION
The software supply chain refers to the sequence of steps and inputs
resulting in the creation of a software artifact [16]. The steps encom-
pass everything from source code development to the compilation,
packaging, and distribution of the final artifact which can either be
executed or be reused for further development. While the supply
chain facilitates efficient software production and deployment, it
also introduces points of vulnerability that attackers can exploit,
leading to what is known as a software supply chain attack. Such
attacks aim to infiltrate the supply chain at any stage, by injecting
malicious code and eventually compromising the software artifact.
What makes these attacks dangerous is their cascading impact: by
compromising a single step in the supply chain, attackers can affect
not only the direct users of that component but also all downstream
projects that depend on it.

Recent years have seen an alarming rise in software supply chain
attacks [23]. According to Sonatype’s 2024 report, the number of
attacks detected are growing exponentially [17]. One of the most
notable incidents is the Log4Shell vulnerability in the widely used
Log4j logging library [22]. This vulnerability allowed attackers
to execute arbitrary code remotely when the server logs a mali-
cious input. Runtime security vulnerabilities like Log4Shell are
particularly dangerous because they exploit the dynamic nature of
modern applications. In Java-based systems, dynamic class load-
ing is present [13] to load classes at runtime but it can also create
potential attack surfaces. For instance, when a Java application
loads classes or resources at runtime, attackers can potentially redi-
rect classloading lookups to malicious sources, injecting harmful
code into a running application and this is the case for Log4Shell.
Traditional static analysis tools would not be able to detect such
malicious behavior because it is only revealed at runtime [11]. Since
this attack is in the Java ecosystem, it incurred significant damage

as Java is widely used in critical infrastructure, financial systems,
and large-scale enterprise applications [3]. Another example is the
SolarWinds attack, where the build toolchain of SolarWinds was
compromised, leading to the distribution of a malicious update to
thousands of organizations [24]. These incidents underscore the
critical need to secure the software supply chain during build time
and runtime.

In this paper, we present 2 planned solutions for securing the
software supply chain of Java applications: ‘Algorithm for Java
artifact equivalence’ and ‘Detection and prevention of runtime
code injection’. The former contributes to build integrity while the
latter contributes to runtime integrity.

2 PROBLEM STATEMENT
The main objective of my PhD project is to improve the state of
the art for securing software supply chain in Java. We specifically
address the problem of injection of malicious code in software ar-
tifacts at both build time and runtime. We choose Java because of
its widespread adoption in enterprise and government systems [3].
30% of developers vote Java as the most popular language [18].
Moreover, Java’s extensive dependency ecosystem, with Maven
Central hosting millions of artifacts, means that a single compro-
mised component can potentially affect thousands of downstream
applications resulting in devastating software supply chain attacks.
The combination of Java’s widespread use in critical systems, and
its complex dependency network makes it both an attractive target
for attackers and a crucial focus for supply chain security research.
Thus, we address threats to build integrity and runtime integrity in
Java.

2.1 Build Integrity for Java
Build Integrity means that the software artifact on package reg-
istries corresponds to its source code [25]. It is an important prop-
erty as it ensures that the software artifact has not been tampered
with during the build process by the compiler, continuous integra-
tion or delivery systems, or any other tool that interacts with source
code. This property assures the third-party users that their binaries
are built from the same source the supplier claim [1]. SolarWinds
attack is an infamous example of a build integrity violation where
the build toolchain of SolarWinds was compromised [24] which led
to malicious updates to thousands of downstream users. Gruhn et
al. [7] show that public continuous integration systems can inject
malicious code in the artifact and the artifact can be downloaded
by unsuspecting users. Ken Thompson also demonstrates that a
compiler can inject malicious code in the artifacts it produces [20]
even though its source code would not be malicious.

The key challenge for build integrity is the fact that current
solutions do bit by bit comparison of artifacts [10] to ensure that
the build has not been tampered with. This comparison approach



is formally called Reproducible Builds [1] which is a technique to
verify that the same source code with the same build environment
produces semantically identical artifact. However, the bit-by-bit
comparison is too strict as the the compilation process introduces
spurious changes that are not relevant to the semantics of the pro-
gram [8] [6]. For example, the order of constant pool entries in
Java bytecode can differ between two builds of the same source
code [26]. This causes the builds to be classified as different even
though they are semantically equivalent. Schott et al. [14] propose
a normalization tool that removes such differences. However, it
focuses on only on Java bytecode across different Java versions
and does not take care of normalizing other features such as times-
tamps, file permissions, etc. Thus, in this thesis proposal, we want
to address the problem of detecting semantically equivalent and
non-equivalent code between two builds and hence, relaxing the
definition of Reproducible Builds.

2.2 Runtime Integrity for Java
Runtime Integrity means that the software is executing as expected
based on its stack trace, heap, threads, and loaded code [19]. Any
modification of execution behavior in terms of above properties
can be a runtime integrity violation. An infamous example of such
violation is the Log4Shell attack [22] where an external and mali-
cious code is loaded into the system. In Java, dynamic classloading
via JNDI lookup, Nashorn JavaScript engine, Class.forName, and
URLClassloader can trigger such malicious code injection.

The key challenge for checking runtime integrity is that all ap-
proaches entail modifying the application, or its runtime environ-
ment or they require manual work. In related work, there are three
approaches for checking runtime integrity. First, permission-based
access controls for each dependency [2]. However, this approach re-
quires modifications in the runtime and they differ for each version
of the runtime. Hence, it is not scalable. Second, compartmental-
ization of dependencies in a separate runtime environment [9].
This approach suffers from overhead because of context switching
between compartments and requires manual work to split code.
Finally, the third approach relies on measuring integrity in terms of
execution behavior [19]. This approach creates policy in the form
of predicates over execution behavior and detects malicious code at
runtime. However, each policy is tailored to an application and thus
also requires manual work. In this thesis, we want to contribute
to the runtime integrity of Java with new techniques for detecting
malicious code injected at runtime.

3 THESIS CONTRIBUTIONS
The expected contributions of this thesis are two solutions to secure
the software supply chain of Java at build time and runtime.

(1) A novel approach to analyze Java artifacts for verifying
reproducibility. (Build Integrity)

(2) A novel approach to detect and prevent malicious code
injected at runtime (Runtime Integrity).

3.1 Novel algorithm for Java artifact
equivalence

We propose our first contribution which is a novel approach to ana-
lyze Java artifact for verifying reproducibility. The main idea is to

create an intermediate representation that would only encapsulate
the semantic features of an artifact. Thus, ignoring the spurious
differences inserted by Java compiler. This algorithm can be applied
to pair of Java artifacts to check if they are semantically equivalent.

To evaluate this novel algorithm, we plan to run it on a dataset
of known reproducible Java artifacts and show that we can detect
semantically equivalent code more accurately. The dataset is pro-
vided by Reproducible Central [4] which is an infrastructure on
GitHub that builds and verifies reproducible Java artifacts. To prove
the effectiveness of our algorithm, we compare the results with the
baseline tool jNorm [14]. jNorm [14] is a tool that canonicalizes Java
bytecode by ignoring differences that are because of differences in
Java compiler versions or vendors. Hence, the baseline tool is apt
for comparison as it is designed to ignore irrelevant differences in
Java bytecode. Finally, we show the soundness of our algorithm
by ensuring that it can also identify semantically non-equivalent
artifacts. BinEQ [5] is a benchmark for binary equivalence that has
pairs of semantically non-equivalent bytecode and we show that
our algorithm can detect the non-equivalence.

3.2 Detection and prevention of runtime code
injection

Our second contribution is a novel approach to detect malicious
code injected at runtime. Its core novelty is that it does not require
any modifications to the application, its runtime environment, nor
any manual work. It is a two step fully automatic approach to detect
malicious code injected at runtime and prevent it from execution.
First, it builds an allowlist of classes that are allowed to be executed
at runtime. Second, it intercepts all classes being loaded at runtime
and checks whether they exist in the allowlist. SBOM.exe [15] is a
prototype of the tool that we plan to evaluate.

We evaluate SBOM.exe by showing that it is effective in mitigat-
ing software supply chain attacks, compatible with real-world Java
applications, and incurs low runtime overhead. The effectiveness is
evaluated by showing that it can detect and prevent the execution
of malicious code injected at runtime. We replicate the Log4Shell
attack and showed that SBOM.exe can detect and prevent its execu-
tion. Next, we curate a dataset of real-world Java applications and
show that SBOM.exe can be integrated into them without any mod-
ifications to the application or the Java runtime. Finally, we show
that SBOM.exe incurs low runtime overhead for integrity check-
ing. We create benchmarks with Java Microbenchmark Harness
(JMH) [12] to measure only the runtime of application without the
application warmup time [21].

4 CONCLUSION
We address the problem of injection of malicious code in software
artifacts at both build time and runtime. Our first contribution
is a novel approach to analyze Java artifacts for verifying repro-
ducibility. This algorithm will help ensure that the software artifact
has not been tampered with during the build process. Our second
contribution is a novel approach to detect malicious code injected
at runtime. This technique will help ensure that the software is
executing only the trusted code.
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